**Защищённый режим.**

**Глава 1. Обзор режимов микропроцессоров IA-32. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/main.htm;j=false;s=1280*1024;d=24;rand=0.8648600195916392](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Процессоры IA-32 могут работать в четырёх режимах: режиме реальных адресов, защищённом режиме, режиме виртуального процессора 8086 и режиме системного управления. Теперь более подробно об этих режимах.**

|  |  |
| --- | --- |
| **1.** | **Режим реальных адресов (real address mode). Также вы могли встречать термин "реальный режим", что должно обозначать то же самое, хотя, это немного не правильно и ещё одно название этого режима, встречающееся в документации Intel: R-Mode. Режим реальных адресов - это режим, в котором процессор работает как "экстишка" (8086), но позволяет пользоваться большинством своих технологий (MMX / SSE / SSE2, 32-разрядные регистры общего назначения, регистры управления и отладки и пр.). После аппаратного сброса процессор переходит в этот режим и начинает выполнять программную инициализацию из BIOS-а.          Вообще говоря, режим реальных адресов в современных процессорах предназначен для запуска компьютера и подразумевается, что операционная система будет работать в защищённом режиме (поэтому оптимизация по производительности для процессоров IA-32 производится для защищённого режима).          В режиме реальных адресов не доступны основные достоинства процессора - виртуальная память, мультизадачность, уровни привилегий, работа с кэшами, буферами TLB, буфером ветвлений и некоторыми другими технологиями, обеспечивающими высокую производительность.** |
| **2.** | **Защищённый режим (protected mode или P-Mode). Как утверждает Intel, это "родной" (native) режим 32-разрядного процессора.          В защищённый режим процессор надо переводить специальными операциями над системными регистрами и войти в этот режим процессор может только из режима реальных адресов. При работе в защищённом режиме процессор контролирует практически все действия программ и позволяет разделить операционную систему, драйвера и прикладные программы разными уровнями привилегий. Благодаря этому ОС может ограничить области памяти, выделяемой программам, запретить или разрешить ввод/вывод по любым адресам, управлять прерываниями и многое другое. При попытке программы выйти за допустимый диапазон адресов памяти, выделенной ей, либо при обращении к "запрещённым" для неё портам процессор будет генерировать исключения - специальный тип прерываний. Грамотно оперируя исключениями, операционная система может контролировать действия программ, организовать систему виртуальной памяти, мультизадачность и другие программные технологии.          В защищённом режиме максимально доступны все ресурсы процессора. Например, R-Mode максимальный диапазон адресов памяти ограничен одним мегабайтом, а в защищённом режиме он расширен до 4 Гб для процессоров 386 и 486 и 64 Гб для Pentium-ов.** |
| **3.** | **Режим виртуального процессора 8086 (virtual-8086 mode) или V-Mode, или "виртуальный режим" (что, вообще говоря, не совсем правильно).          В V-Mode можно войти только из защищённого режима. В этом режиме процессор эмулирует работу 8086 процессора (1 Мб адресного пространства, "обычные" прерывания и пр.), но при этом процессор сохраняет все средства контроля, присущие защищённому режиму.          Обычно, V-Mode используется в операционных системах для запуска программ, рассчитанных на процессор 8086 (так называемая, "обратная совместимость ПО"). V-Mode реализуется как отдельная задача в мультизадачной среде и она может взаимодействовать с другими задачами, если, конечно же, ей позволит это операционная система.** |
| **4.** | **Режим системного управления (system management mode или S-Mode).** |
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**Защищённый режим (protected mode или P-Mode) обладает некоторыми особенностями, о которых нужно знать прежде, чем вы будете его использовать.   
        При работе в защищённом режиме процессор следит за правильным выполнением текущей программой ряда условий, например, программа не должна обращаться по определённым адресам портов ввода/вывода, запрещённых для неё. Если всё же происходит нарушение какого-либо условия, то процессор генерирует специальный тип прерывания, так называемое исключение, снабжает это прерывание информацией, описывающей где произошло нарушение и как оно произошло. Далее, специальная процедура обрабатывает это прерывание и решает, что дальше делать с "виноватой" программой (например, прекратить её выполнение).   
        Определением условий должна заниматься операционная система. Когда программа переводит процессор в защищённый режим, то ей, как говорится, "можно всё". Сразу после входа в защищённый режим процессор позволяет программе устанавливать свои условия для самой себя и для других программ. Для того, чтобы эти условия не могла переопределить другая программа, в процессоре введена система уровней привилегий. Благодаря этому, операционная система, например, может разрешить работу с дисковыми накопителями только для себя и тогда вирусы будут бессильны - они не смогут обратиться к дискам через порты ввода/вывода (разве что, только через "дыры" в самой операционной системе).   
        Основой защищённого режима являются уровни привилегий. Уровень привилегий - это степень использования ресурсов процессора. Всего таких уровней четыре и они имеют номера от 0 до 3. Уровень номер 0 - самый привелигерованный. Когда программа работает на этом уровне привилегий, ей "можно всё". Уровень 1 - менее привелигерованный и запреты, установленные на уровне 0 действуют для уровня 1. Уровень 2 - ещё менее привелигерованный, а 3-й - имеет самый низкий приоритет. Таким образом, оптимальная схема работы программ по уровням привилегий будет следующая:**

* **уровень 0: ядро операционной системы,**
* **уровень 1: драйвера ОС,**
* **уровень 2: интерфейс ОС,**
* **уровень 3: прикладные программы.**

**Разумеется, это не единственный способ. Можно определить всю работу процессора в нулевом уровне - и ядро ОС, и драйвера и прикладные программы; можно, например, не разделять драйвера от ядра и т.п., но тогда в такой системе не будет реализован встроенный в процессор механизм защиты программ и данных друг от друга и система будет неустойчивой.**

**Уровни привилегий 1, 2 и 3 подчиняются условиям, установленным на уровне 0, поэтому функционально эти четыре уровня можно разделить на 2 группы: уровень привилегий системы (0) и уровни пользователя (1, 2 и 3). На первый взгляд кажется, что проще было бы реализовать всего два уровня привилегий - системный и пользовательский, но со временем вы обнаружите, что четыре уровня привилегий - это очень удобно и гораздо лучше двух.   
        Программы и данные ограничены внутри своих уровней привилегий. Например, если программа работает на уровне привилегий 2, то она не сможет передать управление процедуре, работающей на любом другом уровне (0, 1 и 3), также, она не сможет обратиться к данным, определённым для использования на других уровнях привилегий. Процессор не допустит этого и в случае нарушений привилегий при доступе к данным и коду сгенерирует исключение общей защиты (general-protection exception) и передаст управление операционной системе, чтобы она приняла меры к нарушителю.   
        Сам по себе уровень привилегий ещё ничего не значит, его нельзя "установить в процессоре". Уровень привилегий применяется как одно их свойств при описании различных объектов, например, сегмента кода и действует при работе только с этим объектом.   
        Уровень привилегий обозначается как "PL" (от Privilege Level) и применяется в сочетаниях, например, IOPL - Input/Output Privilege Level - уровень привилегий ввода/вывода.**

**Когда процессор переходит в защищённый режим, то подразумевается, что программа будет работать в нулевом уровне привилегий.**

**Глава 3. Адресация памяти в защищённом режиме. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_2.htm;j=false;s=1280*1024;d=24;rand=0.17705337984761105](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Первое, с чем сталкивается программа при переходе в защищённый режим - это совершенно другая система адресации памяти. Для начала, давайте вспомним, как это происходит в режиме реальных адресов - для обращения к памяти используется пара 16-разрядных регистров - сегментный регистр и смещение.   
        В сегментном регистре находится адрес сегмента. Сегмент - это область памяти размером в 64 Кб, которая должна начинаться на границе параграфа или, другими словами, на 16-байтной границе, то есть сегмент может начинаться только по адресу 0, 16, 32, 48 и т.д. Адресное пространство процессора 8086 равно одному мегабайту - это адреса в диапазоне от 00000h до FFFFFh. Т.к. сегмент начинается по адресу, кратному 16 (10h), то возможные адреса начала сегмента будут 00000h, 00010h, 00020h, ... , FFFF0h. Как видите, информация содержится в старших четырёх шестнадцатеричных разрядах - их и хранят в сегментном регистре. Другими словами, можно взять значение из сегментного регистра, умножить его на 16 (т.е. на 10h) и вы получите адрес начала сегмента.   
        Для указания конкретного адреса внутри сегмента используется второй 16-разрядный регистр, так называемое смещение. Использование пары регистров сегмент:смещение обеспечивает доступ ко всему мегабайту адресного пространства.   
        Каждый раз, перед тем как процессор обратится к памяти по адресу, указанному в паре регистров сегмент:смещение, он вычисляет адрес памяти по следующей схеме:**

**физический\_адрес = сегмент \* 10h + смещение.**

**Осталось заметить, что, вообще говоря, в режиме реальных адресов адресное пространство немного больше одного мегабайта, а именно:**

**1Мб + 64Кб - 16 байт.**

**Такой адрес получается, если загрузить в пару регистров максимальные значения:**

**FFFF:FFFF**

**При этом адрес будет равен:**

**FFFFh \* 10H + FFFFh = FFFF0h + FFFFh = 10FFEFh = 1114095**

**Теперь давайте рассмотрим схему образования адреса в защищённом режиме, как это происходит в процессоре i386 (80386 - это базовая модель для любого Pentium-а).   
        Адрес памяти в 32-разрядном процессоре является также 32-разрядным. Это значит, что адресное пространство для такого процессора равно 4 Гб (2 32 байт).   
      Адресация памяти также производится через сегмент и смещение в сегменте, для чего используется пара регистров, но для описания сегмента используется больше информации, а именно:**

* **32-разрядный адрес,**
* **20-разрядный предел сегмента (предел = размер - 1),**
* **номер уровня привилегий сегмента,**
* **тип сегмента (код, стек, данные или системный объект)**
* **и дополнительные свойства, о которых подробнее будет сказано в других главах.**

**Как видите, информации об одном сегменте достаточно много. Для того, чтобы её хранить, используется не регистр, а специальная область памяти. Сегмент по-прежнему указывается в сегментном регистре, но теперь в нём хранится номер сегмента из списка определённых сегментов. Этот номер называется селектор.   
        В качестве смещения используется 16- или 32-разрядный регистр.   
        При обращении к памяти, процессор проверяет возможность доступа к сегменту по уровню привилегий, проверяет, не превысил ли адрес предел сегмента и можно ли обращаться к этому сегменту в данном случае (например, запрещена передача управления в сегмент, описывающий данные или стек). Если в результате проверки будет обнаружено нарушение какого-либо условия, то процессор сгенерирует исключение и тем самым обеспечит защиту.**

**Предел сегмента - это максимально допустимое смещение внутри него, таким образом, предел сегмента определяет его размер: размер\_сегмента = предел\_сегмента + 1**

**Обратите внимание, что значение предела - 20-разрядная величина, это значит, что максимальное значение предела равно 2 20 - 1.   
        Процессор измеряет размер сегмента двумя типами величин: либо байтами, либо страницами. Страница - это блок памяти размером в 4Кб.   
        В описании сегмента можно указать, в каких единицах измеряется сегмент и тогда можно получить два типа сегментов с максимальными размерами:**

** в 1Мб ( 2 20 байт ) или**

** в 4Гб ( 2 20 страниц = 2 20 \* 4Кб = 2 20 \* 2 12 = 2 32 байт )**

**Эта способность измерять сегмент либо байтами, либо страницами, называется гранулярность.   
        Значение предела сегмента может быть любым, от 0 до 2 20 - 1, гранулярность устанавливается по усмотрению программиста и может быть либо байтная, либо страничная. Всё это позволяет определять сегменты любого размера - от 0 байт до 4Гб.**

**Глава 4. Дескриптор. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_3.htm;j=false;s=1280*1024;d=24;rand=0.018340058767883693](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Прежде чем программа сможет обратиться по какому-либо адресу памяти, она должна определить набор сегментов, через которые она сможет получить доступ к памяти.   
       Сегмент определяется в виде структуры данных, которая называется дескриптор. Размер дескриптора - 8 байт, все дескрипторы хранятся последовательно в специально отведённой области памяти - глобальной дескрипторной таблице.   
       Далее приведен формат дескриптора:**

**биты:**

**0..15: предел, биты 0..15**

**16..31: адрес сегмента, биты 0..15**

**32..39: адрес сегмента, биты 16..23**

**40: бит A (Accessed)**

**41..43: Тип сегмента**

**44: бит S (System)**

**45,46: DPL (Descriptor Privilege Level)**

**47: бит P (Present)**

**48..51: предел, биты 16..19**

**52: бит U (User)**

**53: бит X (reserved)**

**54: бит D (Default size)**

**55: бит G (Granularity)**

**56..63: адрес сегмента, биты 24..31**

**Эта структура поясняется на рис. 4-1:**

**![http://sasm.narod.ru/docs/pm/pm_img/pm_in4_1.gif](data:image/gif;base64,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)  
Рисунок 4-1. Структура дескриптора.**

**Как видите, значения предела и адреса сегмента "разбросаны" по всей структуре дескриптора. Это объясняется тем, что впервые защищённый режим появился в 16-разрядном процессоре 80286 и для совместимости с ним дескриптор не переделывали, а расширили дополнительными полями (биты с 49 по 63), благодаря чему программы, написанные для защищённого режима 286-го процессора работают и на 32-разрядных процессорах.   
        Практически, в программах формат дескриптора удобнее использовать в следующем виде:**

**descriptor:**

**dw limit\_low ; младшее слово предела**

**dw address\_low ; младшее слово адреса**

**db address\_hi ; 3-й (из четырёх) байт адреса**

**db access\_rights ; права доступа**

**db limit\_hi\_and\_flags ; старшая часть предела и флаги GDXU**

**db address\_hi ; 4-й байт адреса**

**Байт прав доступа имеет следующий формат:**

**биты:**

**0: бит A (Accessed)**

**1..3: тип сегмента**

**4: бит S (System)**

**5,6: поле DPL**

**7: бит P (Present)**

**Байт старшей части предела и флагов GDXU имеет формат:**

**биты:**

**0..3: старшая часть предела (биты 16..19)**

**4: бит U**

**5: бит X**

**6: бит D**

**7: бит G**

**Элементы дескриптора.**

|  |  |
| --- | --- |
| **** | **Адрес сегмента - также называется базовым адресом, - 32-разрядный адрес области памяти, с которой начинается сегмент.** |
| **** | **Предел сегмента - предельное значение смещения в сегменте; также можно рассматривать предел как размер сегмента минус один элемент размера - байт или страницу, смотря в чём измеряется сегмент.** |
| **** | **Бит A (Acessed) - бит доступа в сегмент. Этот бит показывает, был ли произведен доступ к сегменту, описываемому этим дескриптором, или нет. Если процессор обращался к сегменту для чтения или записи данных или для выполнения кода, размещённых в нём, то бит A будет установлен (равен 1), иначе - сброшен (0).      С помощью бита A операционная система может определить, использовался ли за последнее время этот сегмент или нет и предпринять какие-либо действия.      Бит A процессором только устанавливается, сбрасывать его должна операционная система.      При создании нового дескриптора подразумевается, что бит A будет равен 0 (т.е. обращений к этому сегменту ещё не было).** |
| **** | **Тип сегмента - трёхбитовое поле, определяющее тип сегмента (см. таблицу 4-1). Каждый бит типа сегмента имеет следующие значения:**  ** старший бит (3-й бит в байте прав доступа):**  **если 0, то это сегмент данных, если 1 - то кода**  ** средний бит (2-й бит) - W (write-enable) бит разрешения записи:**  **если 0, то запись запрещена, 1 - разрешена**  ** младший бит (1-й бит) - E (expansion-direction) направление расширения сегмента:**  **если 0, то вверх (в сторону старших адресов) - как обычно,**  **если 1, то вниз (в сторону младших адресов) - как в стеке.**  **Для сегмента кода значения битов W и E интерпретируются несколько иначе (см. таблицу 4-1)** |

**Таблица 4-1. Тип сегмента**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Бит #** | **11** | **10** | **9** | **Тип** |  |
| **Название** |  | **E** | **W** |
|  | **0** | **0** | **0** | **Данные** | **Только чтение** |
| **0** | **0** | **1** | **Данные** | **Чтение и запись** |
| **0** | **1** | **0** | **Данные** | **Только чтение, расширяется вниз** |
| **0** | **1** | **1** | **Данные** | **Чтение и запись, расширяется вниз** |
|  | | | | | |
|  | **1** | **0** | **0** | **Код** | **Только выполнение** |
| **1** | **0** | **1** | **Код** | **Только выполнение** |
| **1** | **1** | **0** | **Код** | **Только выполнение, согласованный** |
| **1** | **1** | **1** | **Код** | **Выполнение и считывание, согласованный** |

**Примечания:**

|  |  |
| --- | --- |
| **1.** | **В защищённом режиме процессор запрещает запись в сегмент кода и, как видно из таблицы, не всегда разрешает даже простое считывание (хотя, запись в сегмент кода, конечно же, можно сделать, но не явно)** |
| **2.** | **Согласованный сегмент кода будет обсуждаться в следующих главах.** |

** Бит S (System) - определяет системный объект. Если этот бит установлен, то дескриптор определяет сегмент кода или данных, а если сброшен, то системный объект (например, сегмент состояния задачи, локальную дескрипторную таблицу, шлюз).**

** Поле DPL (Descriptor Privilege Level) - Уровень привилегий, который имеет объект, описываемый данным дескриптором. Это двухбитовое поле, в него при создании дескриптора записывают значения от 0 до 3, определяющее уровень привилегий.   
    Например, Если вам нужно, чтобы процессор выполнял программу на нулевом уровне привилегий, то в DPL дескриптора сегмента кода, где размещается программа, должно быть значение 00B.**

** Бит P (Present) - Присутствие сегмента в памяти. Если этот бит установлен, то сегмент есть в памяти, если сброшен, то его нет. Этот бит применяется при реализации механизма виртуальной памяти - если программе понадобится память, то она сохранит содержимое какого-либо сегмента на диск и сбросит бит P. Если любая программа в дальнейшем обратится к этому сегменту, то процессор сгенерирует исключение неприсутствующего сегмента и запустит обработчик этой ситуации, который должен будет подгрузить содержимое сегмента с диска и установить бит P. После этого управление снова передаётся команде, обратившейся к этому сегменту (производится повторное выполнение команды, вызвавшей сбой) и работа программы будет продолжена. Бит P устанавливается и сбрасывается программами, сам процессор его только считывает.**

** Бит U (User) - Бит пользователя. Этот бит процессор не использует и позволяет программе использовать его в своих целях.**

** Бит X (rezerved) - Зарезервированный бит. Intel не рекомендует использовать этот бит, так как он может понадобится в более поздних моделях процессоров.**

** Бит D (Default size) - Размер операндов по умолчанию. Если бит сброшен, по процессор использует объект, описываемый данным дескриптором, как 16-разрядный, если бит установлен - то как 32-разрядный. Если ваша программа имеет 32-разрядный код, то он должен размещаться в 32-разрядном сегменте кода (т.е. в дескрипторе такого сегмента бит D должен быть равен 1). В защищённом режиме допускается использование одновременно 16- и 32-разрядных сегментов, но при написании новых программ подразумевается, что все сегменты будут 32-разрядные. Подробнее об этом см. в главе "Смешивание 16- и 32-разрядного кода".**

** Бит G (Granularity) - Гранулярность сегмента, т.е. единицы измерения его размера. Если бит G=0, то сегмент имеет байтную гранулярность, иначе - страничную (одна страница - это 4Кб).   
    Например, сегмент, имеющий предел, равный 2, при G=0 будет иметь размер в три байта, а при G=1 - 12Кб (3 страницы)**

**Создавать дескрипторы достаточно легко. Все биты и битовые поля находятся в байте прав доступа access\_rights (P, DPL, S, Тип, A ) и в старших четырёх разрядах байта limit\_hi\_and\_flags (G, D, X, U). Дескрипторы по типу отличаются значениями байта прав доступа, по свойствам - битами G и D, остальное - значения базового адреса и предела. Когда мы будем рассматривать пример перехода в защищённый режим, вы увидите один из вариантов конструирования дескрипторов.**

**Глава 5. Селектор. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_4.htm;j=false;s=1280*1024;d=24;rand=0.9319043013295819](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**При адресации памяти в защищённом режиме команды ссылаются на сегменты, указывая не их адреса (как в режиме реальных адресов), а описания сегментов (их дескрипторы). Указатель на описание сегмента называется селектор. Другими словами, селектор - это номер дескриптора из таблицы дескрипторов.   
        Адресация производится через пару регистров сегмент:смещение, причём, в качестве сегментного регистра используются обычные CS, SS, DS, ES, FS и GS (последние два появились в 386-м процессоре), но в них указывается не адрес сегмента, а селектор дескриптора.   
        Селекторы нужны, по крайней мере, по трём причинам:**

|  |  |
| --- | --- |
| **1.** | **Описание сегмента занимает 8 байт и использовать 8-байтные сегментные регистры было бы крайне неэффективно.** |
| **2.** | **Селекторы имеют размер в 16 бит, благодаря чему их можно использовать в сегментных регистрах и обращаться к памяти можно по-прежнему через пару регистров.** |
| **3.** | **Параметры всех сегментов хранятся в отдельной области памяти, доступ к которой имеет только операционная система. Программа, используя селектор, сможет получить о сегменте совсем немного информации и не сможет изменить параметры сегмента, благодаря чему очень удачно реализуется механизм защиты.** |

**Адрес памяти можно указывать не только через пару регистров, но и в переменных, через пару значений селектор:смещение.**

**Можно было бы определить селектор просто, как номер сегмента, но в защищённом режиме кроме сегментов, дескриптор может определять целый ряд других системных объектов (например, задач), поэтому лучше не упрощайте понятия селектора и дескриптора, а постарайтесь привыкнуть к этой терминологии.**

**Селектор имеет следующий формат:**

**![http://sasm.narod.ru/docs/pm/pm_img/pm_in5_1.gif](data:image/gif;base64,R0lGODlhVQEuAKIAAMDAwJCQkHh4eGBgYAAAAAAAAAAAAAAAACwAAAAAVQEuAAAD/wi63P4wykmrvTjrzbv/YCiOZGmeaKqubOu+cCzPNE0wRH7XfO//OkxwsxsNNTncb8lssorFCRQZBU0zt6tzy+1+qhWwFCDuaLELXdnLbneTSCLpLHys3fh8727n8NEKfxBignqGhyqFgWZzaX6Oi4iSkyl0Eop9RpBxaXCUn6AhRxRqmJsio6Gqq6ytrq+wsbKztLVUpbi5uru8vb6/wMHCw8TFxsfIycrLw5m2z9CmgzWE0Na20s4y1dfdsdkO4KLa3uWq4ko25Obsk+inMdzt85LvkTPy9Pp59mTU6/sCcunX71E4gXOkeUKY7su/gwxFKSxIqwovMvk6lRogQP+jmo6BBGWM6GciyYYhdWEEuAukLpciAZ4UsiNHgAE5BjAIoINnEZ8EAijw2UnotTULV0JskBRnzSgC4CSdtnQmkacbh+bSqsZo1I5fvSG1OFIpjqdM0ZKSaTXM0wFCo+7AqROAUwU4hfKsizEq36MRkk71Fy7KTQJ1F8oNGYZtWylPjSq1yTWlmgVAJQMeRJalLqMvGa+t+viC1Cinz1oeldPc2LSeSwmQjAtup8akS7sVLZoyAKJmG8glALLba9W5lcr9O5j3Jce67agVTRcvnOrA+zavdfx2ck8++W7fjhJedMjO4QC9/LuU0eo4i1vr7tx8cLmg6QeGfh75QvBuPQGYA0jZ+TZfYJ19V8VdwaWFC0v9RViCfoMRUkV4DZ714HcSdjiOFQ8x5eGIjICoTnIkpvicifjwp+KLhDl0oogw1kiVjC2iaCOMBIVY3o429jjjj0Dy+GGODjKj5JJMNunkk1BGKSUzRVZZSwIAOw==)  
Рисунок 5-1. Формат селектора.**

* **Двухбитовое поле RPL (Requested Privilege Level) содержит номер уровня привилегий, которое имеет текущая программа. Значение этого поля процессор использует для защиты по привилегиям. К одному и тому же дескриптору можно обращаться, используя селекторы с разными значениями RPL, но процессор позволит доступ только при определённых условиях (подробнее об этом см. в главе "Защита по привилегиям").**
* **Бит TI (Table Indicator) определяет таблицу, из которой выбирается нужный дескриптор. Если бит TI = 0, то обращение производится к глобальной дескрипторной таблице GDT (она одна на всю систему), если TI = 1 - то к текущей локальной дескрипторной таблице LDT (таких может быть много).   
      Подробнее дескрипторные таблицы обсуждаются в соответствующих главах.**
* **Index - это собственной номер дескриптора, от 0 до 8191. Т.к. поле индекса состоит из 13 бит, то максимальное число дескрипторов, одновременно существующих в системе равно 2 13, т.е. 8192. Как видите, это довольно-таки много и вполне удовлетворяет любым системным запросам. На самом деле, число дескрипторов можно значительно увеличить за счёт использования множества дополнительных локальных дескрипторных таблиц.**

**Использование селекторов достаточно простое. Для тех дескрипторов, которые будут определены заранее, например, сегментов кода, стека и данных, селекторы подготавливаются как константы и затем используются для загрузки в сегментные регистры. Для дескрипторов, которые программа будет динамически создавать, селекторы придётся определять в переменных и загружать в сегментные регистры из памяти либо конструировать "на ходу", или даже как константы - всё зависит от конкретных условий. Способы использования селекторов и дескрипторов вы можете найти в примерах, которые будут следовать в дальнейших главах.**

**Обращение к дескрипторной таблице процессор производит только в момент загрузки в сегментный регистр нового селектора. После этого содержимое дескриптора копируется в так называемый "теневой регистр", к которому имеет доступ только сам процессор и из которого оно в дальнейшем используется. Любое последующее обращение к сегменту будет происходить с помощью теневого регистра, без обращения к дескрипторной таблице и не потребует лишних тактов на циклы чтения памяти. Правда, эти такты тратятся каждый раз, когда вы загружаете новый селектор, но это не высокая плата за защиту дескрипторов от недозволенного доступа.   
        При загрузке недопустимого значения селектора процессор будет генерировать исключение, даже если вы не обращались через него к памяти.**

**Глава 6. Использование регистров общего назначения для адресации. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_5.htm;j=false;s=1280*1024;d=24;rand=0.9160302879666462](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Для обращения к памяти через регистры обычно используются четыре 16-разрядных регистра общего назначения (РОН): BX, SI, DI и BP. В защищённом режиме для адресации можно использовать все 8 регистров общего назначения.   
        В 32-разрядных процессорах обычные регистры расширены до 32-х разрядов. Вот так регистр AX расширен до регистра EAX:**

**![http://sasm.narod.ru/docs/pm/pm_img/pm_in6_1.gif](data:image/gif;base64,R0lGODlhcAFvAKIAAMDAwL+/v5+fn39/fwAAAAAAAAAAAAAAACwAAAAAcAFvAAAD/wi63P4wykmrvTjrzbv/YCiOZGmeaESsLNu4S7AGzJzeeK7vfO8vrSBDwBIMCYPFgGD8OZ/QqHTaWU2W2BeBJiNQv+CweFyySqzm2MxGbrvf8HD6QUwumwviCh/v+/+AIkEtSlsAMklaXoGMjY6PNYNmXUCGkYuQmZqbcpgOekF8oHycpaanKXMNS4OJh2uWqLKztBqqap4AbDaUtb6/wJWSAESkd8RIhaTBzM2ZklZLNAyIvQpd087a29zd3t/g4eLj5OXm5+jp6oy56+7vO+3w8/QjXvL1+foY9/v+/xUw4QNIUF+ugQUTrrulC6FCMdAiSpxIsaLFixgzatwYcf8Cx48gQ4ocSbJjQIcPU3JjWEOly3MDUb6c6UyeTJo4g7W7mbMnrYM+g3bzxFOoUU5EjyoFVnSp06dQo0qdSrWq1atYf5bcyrWr169gw4odS5aisLJo06pdy7at266VspJgqbVZGrpybTXVhBfV3b15IfT1C/jR38AhBp9SXOow4g+MGxd25PhxlcmUMbMTqPlxZKSdAVW2vOHzJtPPOJO+nANGXC04UHNwrUA269qhA9u+MCqSg90WgPMu4pvH6NX8ckfAkux18VTKJTB31bDHceTBoz9AQ3Sn9t/ft9/rbl019gzCJ9QBcAw3+NjhG6xvX924+fMX0ks3hOjsIPj/OUhTmyv65XcffielYM0uJkGHw4KWFJidcwhSIOEnkjRxy4Xi4QBKCxrGJ9iBFZ4hIitBJLKhiO7dgGILKrL4XoslehSfNbjRsCKACqpiA4c2UljjiCgUswoT9T2HApBHGIMkNDdcNyRsJwhITTI7RsmilWokAaWDNE7ZoV0yQkSimEoyVWYnQqLZpi9MuiGlm3HKuSYYc6JZZxt7jpGnmH36eecXf04ZqJlkvknnoIQyOkWhQx7KJjN/vWXppZhmqummHPnH6aeghirqqCW5aeqpqKaq6qqsturqq404upSsUNF6lK1O4SqUrrOuymuvqv4K7KnC5kosrEQaWqxUlKR+ZGOzGiG7kk3LSpsQUNaaKlC2qPbD7bHVfvtQuOIqRG656Kar7rrstuvuu/C6Shs2kWQTb1S95dEce0jeO9V0WnAhqb/vcNcANmwQDNV8/eq7h8JSCdifIhBHBaG9DZ1bcTMfEudwwxsf9SILriAcS8hB4djQNLwMjLI4RjJwzHoK0PdyTlxegwSO9N7s88+nJgAAOw==)  
Рисунок 6-1. Формат регистра EAX.**

**Как видите, регистр AX является составной частью регистра EAX (так же, как регистры AL и AH являются составными частями регистра AX), т.е. если вы обращаетесь к регистру AX, то вы меняете содержимое регистра EAX.   
        Подобным образом расширены все 8 регистров общего назначения:**

**![http://sasm.narod.ru/docs/pm/pm_img/pm_in6_2.gif](data:image/gif;base64,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)  
Рисунок 6-2. Регистры общего назначения.**

**Также, расширен 16-разрядный регистр FLAGS - теперь это 32-разрядный EFLAGS, младшая половина которого представляет собой FLAGS:**

**![http://sasm.narod.ru/docs/pm/pm_img/pm_in6_3.gif](data:image/gif;base64,R0lGODlh3AEsAKIAAMDAwL+/v5+fn39/fwAAAAAAAAAAAAAAACwAAAAA3AEsAAAD/wi0BP4wykkjg63qzbv/YCiGmXNxpXKObOu+cGwuch2nNvpkdO7/wFxPsdsMicGkctkq4ZhKBq8obeCsLuwTyu3asCYPGOktm4POM5o6K4Yx2dRWTa9TnCsN/mjv+ydpfzdsY3tTL4GCinSJc3ASjouSXImTImlabmRjTZqWn1GakW8WoKZQlac6YT2NbCOuqrI1sXqis7hfnrl3rbczvqO9crzFlxh8d8jCxs3DztDR0tPU1dbX2Nna29zd3t/g4YhV5OXm5+jp6uvs7e7v8PHy8/T19vf49eJN+f3+/wADChxIsKBBdftYJEuobSHDaw4fVogokRrFitEuYtzBbP+jMY0ei4HcODJkrpImZaGUuDLlqZYuP8FMODPmpJo2FeEMtzPnn54+7QD1NjQoo45Gbzo6B6xKGz0LAwxgMCAABKlUrVJCmlRS0SXmnk6MOnVB1atlCZydFZGpCnJiJwhgICBCWila55LTyuRrVy9+k4RVoUEvgboQ7jLIW47vy6WQe2mYSvnqAsRYeRx2gHXA1r8iudZxSJGyWsubAWSegbmyysiSAUWicWQqYs5rF/ANEHgsaF69gZCebSWFbbRadT/gLXo0bNmx5Z4+PsOxXbPWUTX/LXT7meEV5nqmriL7g7JrT0Iu13RFxKlWeXuOO+Fu+r7euasJ/oM9/cT/BMR32n/XZYVLW4P5R9gEzHGUnCEpCHCXecLlp58Z/PmgoEMNVieWUw9IiBdbz0Eyh0OGSYGYcm+RlaEFFl4IWIxdgCcdOSsG2B6DZZHoW3QwUqCYWQ6Q9xSLBFYooyovfnHiHEMOaOSCSC7IZIlBQidBhw6qdhlnehWpFmM0ftDkkjeUqR2Qy/GhHHOYhQkAZWT6OAxcVsII11y3iYlYlJg19hmaoJwpw3B7pnZeaoByJuhrY/mHqFPwRSDfcmn1qVpa94GlJqFofOrpnVLMqaNl821Kl6WcUmiJoRmJCqqGss5KS63ZwGorCbjuOk5XuvoqRq/CKkSsNcEWa8SxRsqCkOxHzDZrZrTSokCtNM9Wm6W2310bK7dHgdstsN6Ku625gxqVrbjrctvugQfFK++89NZr770BkYvvvvz26++/AMsjTQIAOw==)  
Рисунок 6-3. Формат регистра EFLAGS.**

**Регистр IP (Instruction Pointer) был расширен до 32-разрядного EIP:**

**![http://sasm.narod.ru/docs/pm/pm_img/pm_in6_4.gif](data:image/gif;base64,R0lGODlhuQEvAKIAAMDAwL+/v5+fn39/fwAAAAAAAAAAAAAAACwAAAAAuQEvAAAD/wi63P4wykmrvTjrzbv/YCiOZGmeaKqubOu+cBwSNBHXjC3v/KcrOMoPUBv2jkhM8Mb76WjJqLQBBS6Mjqp1yu1ev7egk1gkUs0dm9rLlq23QrS8Te+Nmdbnfc7PaPt1gSZOSxKEf4KJKXsvY2t7ZYB+YIqVIpBxWZabJIwujmaYeSCenKYXooYPWKetFqUsjk+UoBuprrgRtxC7ub6rlDBitFfDrEJ/x7+4Q4W6OYjL0sXK09bX2Nna29zd3t/g4eLj5G5F5+jp6uvs7e7v8PHy8/T19vf4+fr7/PXS/QADChxIsKDBgwgTvvtXrdy0aA6vQWw1MeLDhhZzVTS1Mf+jr44eXYG0NDLkqZImN6FMtDJlpZYuBcGsMzMmTYw2X+LUmXNZzZ5dfrIRCnQK0aJJKq4DouecgCY7kdI5ypOMU2xK1TFliu6pOakio2psetVaVl16GAigqoEt2B1uZaZdsFZs1VXKqiCKi8ruW6N+Kc4tJjGv4a10+b4K/DcpY46DAdQtjDYdYnVewzTmpHgq2SKZGVZGd/ncgABQN6t8zPkzgdNYD/OKfKSz6kWsVyPmdnb2biS2b58I7kVv7rtZZBNXclz4p+aKjHvLapnM79rQna9YzkV6N+qkrYt3rF3uN++8s0fhXt6H+vYl2Dd6D78T/foz7tvRj999/6BQ/MEV4H+2DEggc6IdKIV8Ck7AYAsPNoiWhMAZKIyFFBqCYYZ4JcihgB+C6NOGIUJTomYjKqTiiiy26OKLMA7EUIw01mjjjTjmaM+JPPZIRwIAOw==)  
Рисунок 6-4. Формат регистра EIP.**

**Регистр EIP непосредственно использовать нельзя, но теперь следует учитывать, что при 32-разрядной адресации памяти в качестве адреса перехода можно указывать 32-разрядную величину.   
        Хотя указатель стека (регистр ESP) также относится к регистрам общего назначения и может использоваться в командах, настоятельно рекомендуется никогда не привлекать его к использованию вне стека. Особенно это важно при работе в защищённом режиме, когда процессор автоматически использует текущее значение стека, чтобы поместить в него значения, например, при обработке исключений.**

**В 32-разрядном процессоре вы по-прежнему можете адресовать память через четыре 16-разрядных регистра BX, SI, DI и BP, но дополнительно к этому можно использовать каждый из 32-разрядных регистров общего назначения, причём в любом режиме (не только защищённом). Например:**

**mov ax,[ ebx ] ; Поместить в AX значение из памяти**

**; по адресу DS:EBX**

**mov dx,[ ecx ] ; Поместить в DX значение из памяти**

**; по адресу DS:ECX**

**mov cx,es:[ eax ] ; Поместить в CX значение из памяти**

**; по адресу ES:EAX**

**Дополнительно к этой возможности введены следующие:**

* **Использование константы и регистра:**
* **mov eax,[ ecx + 1 ]**
* **mov bl,[ edx + 12345678h ]**
* **Сумма двух регистров:**
* **mov ebp,[ ebx + edi ]**
* **mov eax,[ ecx + edx ]**
* **Сумма двух регистров и константы:**
* **mov bl,[ edx + eax + 12345678h ]**
* **Масштаб - автоматическое умножение на 2, 4 или 8 одного из регистров, участвующих в образовании адреса:**
* **mov ax,[ ebx \* 2 ]**
* **mov cl,[ edx + ebp \* 4 ]**
* **mov esi,[ edi + eax \* 8 + 12345678h ]**

**Очевидно, что возможности, которые нам предоставляла XT, 32-разрядные процессоры значительно расширили. Следует, однако, учитывать, что в ранних процессорах (i386 и i486) на вычисление эффективного адреса процессор расходует дополнительное время, но благодаря универсальности этой системы адресации всё равно имеет место итоговый выигрыш в производительности.**

**При использовании 32-разрядных регистров для адресации в режиме реальных адресов, следует учитывать, что размер сегмента фиксирован и равен 64 Кб. Если процессор сформирует адрес, больший 64 Кб, то процессор зависнет, т.е. он не будет производить заворачивание адресов. Например:**

**mov eax,1234h**

**mov bl,[ eax ] ; В регистр BL будет произведена загрузка**

**; значения с адреса DS:EAX, равного DS:1234h.**

**mov edx,ffffh**

**mov bl,[ eax + edx ] ; Эффективный адрес будет равен**

**; 1234h + ffffh = 11233h (это больше,**

**; чем 64 Кб. Процессор зависнет.**

**Использование 32-разрядных регистров для адресации памяти в защищённом режиме очень распространено, в основном, из-за того, что размер сегментов может достигать 4 Гб, да и просто потому, что это удобно.**

**Глава 7. Глобальная дескрипторная таблица. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_6.htm;j=false;s=1280*1024;d=24;rand=0.38544542560375195](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Прежде, чем процессор перейдёт в защищённый режим, должна быть определена глобальная дескрипторная таблица GDT (Global Descriptor Table), так как все сегменты и прочие системные объекты должны быть описаны в дескрипторной таблице.   
        Глобальная дескрипторная таблица GDT - это область памяти, в которой находятся дескрипторы. Процессору всё равно, где именно вы расположили эту таблицу, но в любом случает она будет находится в первом мегабайте адресного пространства, потому что только из режима реальных адресов можно перевести процессор в защищённый режим. Также подразумевается, что сама таблица GDT будет выравнена на границу 8 байт, так как дескрипторы, из которых она состоит, имеют 8-байтный размер. Такое выравнивание позволит процессору максимально быстро обращаться к дескрипторам, что, естественно, увеличивает производительность.   
        Число дескрипторов, определённых в GDT, может быть любым, от 0 до 8192. Нулевой дескриптор, т.е. определённый в самом начале GDT, процессор не использует, обращение к такому дескриптору могло бы быть, когда поле Index селектора равно 0. Если всё же в программе встречается обращение к нулевому дескриптору, то процессор генерирует исключение и не позволит доступ к такому дескриптору. В связи с этим, везде в литературе рекомендуется использовать нулевой дескриптор как шаблон, на основе которого программа может создавать новые дескрипторы, но на практике их удобнее создавать иными способами, о которых мы ещё будем говорить.**

**GDT используется процессором всё время, пока он находится в защищённом режиме. Параметры GDT хранятся в специальном 48-разрядном регистре GDTR:**
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Рисунок 7-1. Формат регистра GDTR.**

**Формат регистра GDTR следующий:**

|  |  |
| --- | --- |
| **биты:** |  |
| **0..15:** | **16-разрядный предел GDT** |
| **15..47:** | **32-разрядный адрес начала GDT** |

**Адрес начала GDT - это тот адрес, по которому вы разместили GDT.   
        Предел таблицы GDT - это максимальное смещение относительно её начала.**

**Например, вы создаёте GDT, состоящую из 3-х дескрипторов - для сегментов кода, стека и данных. Общее число дескрипторов будет равно четырём, потому что первым по счёту будет идти нулевой дескриптор, а за ним уже остальные три:**

|  |  |
| --- | --- |
| **Смещение от начала GDT** | **Назначение дескриптора** |
| **0** | **Нулевой** |
| **8** | **Сегмент кода** |
| **16** | **Сегмент стека** |
| **24** | **Сегмент данных** |

**Размер GDT в данном случае будет равен 32 байтам, следовательно, предельное смещение в таблице будет равно 31 - это и есть предел GDT.**

**Для загрузки значения в регистр GDTR используется команда LGDT. Операндом этой команды является 48-разрядное значение адреса в памяти, где размещается адрес и предел GDT. Вы также можете сохранить содержимое GDTR командой SGDT, указав в операнде адрес 48-разрядной переменной в памяти.**

**Далее приводится пример подготовки параметров GDT и их загрузки в регистр GDTR.**

**Пример 1. Подготовка параметров GDT и их загрузка в регистр GDTR.**

**Алгоритм:**

**1. Вычисляем 32-разрядный адрес GDT**

**2. Вычисляем размер GDT**

**3. Сохраняем параметры GDT в 48-разрядную переменную**

**4. Загружаем значение в регистр GDTR**

**Код:**

**; 1. Вычисляем 32-разрядный адрес GDT**

**xor eax,eax ; EAX = 0; адрес будем вычислять в**

**; регистре EAX.**

**mov ax,ds ; Подразумевается, что GDT находится в**

**; текущем сегменте данных.**

**shl eax,4 ; EAX = адрес начала сегмента DS**

**xor edx,edx ; EDX = 0.**

**lea dx,GDT ; EDX = DX = смещение начала GDT**

**; относительно DS.**

**add eax,edx ; EAX = полный физический адрес GDT**

**; в памяти.**

**; 2. Вычисляем размер GDT**

**mov cx,4 ; CX = число дескрипторов +**

**; + нулевой дескриптор.**

**shl cx,3 ; CX = CX \* 8 - столько байт будут**

**; занимать в GDT эти дескрипторы.**

**dec cx ; Предел меньше размера на 1**

**; 3. Сохраняем параметры GDT в 48-разрядную переменную**

**mov GDT\_address,eax**

**mov GDT\_limit,cx**

**; 4. Загружаем значение в регистр GDTR**

**lgdt GDT\_params**

**;--------------------------------------------------------------------------**

**GDT\_params label fword**

**GDT\_limit dw ?**

**GDT\_address dd ?**

**GDT:**

**dd ? ; 0-й дескриптор**

**dd ?**

**dd ? ; 1-й дескриптор (код)**

**dd ?**

**dd ? ; 2-й дескриптор (стек)**

**dd ?**

**dd ? ; 3-й дескриптор (данные)**

**dd ?**

**Остаётся добавить, что размер GDT желательно не менять в процессе выполнения программ в защищённом режиме. Если ваша программа будет динамически создавать новые дескрипторы, то размер GDT лучше всего заранее задать достаточно большим, например, 64 Кб (максимальный размер). Однако, следует учитывать, что при обращении процессора к несуществующим дескрипторам, его поведение непредсказуемо, хотя оно, скорее всего, закончится зависанием.**

**Глава 8. Регистры управления. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_7.htm;j=false;s=1280*1024;d=24;rand=0.4475778502003782](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Все 32-разрядные процессоры, начиная с i386, имеют набор системных регистров, предназначенных для использования в защищённом режиме. Среди них есть регистры управления (Control Registers) CR0, CR1, CR2, CR3 и CR4.   
        Регистры управления, в основном, состоят из флагов. Назначение и использование каждого флага достаточно сложно и требует отдельного рассмотрения. Для начала мы рассмотрим только один бит PE регистра CR0, отвечающего за переход процессора в защищённый режим и обратно. Полный список с описаниями регистров CRi приводится в приложении "Регистры управления CRi".   
        Регистры управления предназначены для считывания и записи информации. Они имеют размер в 32 бита и оперировать ими можно только целиком - считали значение целого регистра, изменили нужные биты и записали обратно. Единственная команда, которой позволен доступ к этим регистрам - это MOV, в качестве операнда которой используется 32-разрядный регистр общего назначения.   
        В дальнейших главах мы будем рассматривать переход в защищённый режим и возврат из него в режим реальных адресов, для чего будем использовать только один бит из регистра CR0 - это нулевой бит, который называется PE (Protection Enable). Если установить этот бит в 1, процессор перейдёт в защищённый режим, если сбросить - то в режим реальных адресов.   
        Процессор после аппаратного сброса переходит в режим реальных адресов и бит PE сброшен.   
        Вот примеры использования бита PE:**

**1. Переводим процессор в защищённый режим.**

**mov eax,cr0 ; Копируем в EAX содержимое регистра CR0.**

**or al,1 ; Устанавливаем в копии 0-й бит, который**

**; соответствует 0-му биту CR0, т.е. биту PE.**

**mov cr0,eax ; Записываем в CR0 обновлённое значение.**

**; Процессор перешёл в защищённый режим.**

**... ; 1-я команда программы, которая выполнится**

**; в защищённом режиме.**

**2. Переводим процессор в режим реальных адресов.**

**mov eax,cr0**

**and al,0feh ; Сбрасываем бит PE.**

**mov cr0,eax ; Процессор перешёл в режим реальных адресов.**

**На самом деле, если вы просто выполните переход в защищённый режим, как показано на приведенном выше примере, то процессор зависнет. Для работы в защищённом режиме процессор использует дескрипторы сегментов, вместо их адресов (которые находятся в сегментных регистрах), поэтому прежде, чем перевести процессор в защищённый режим, нужно провести некоторые подготовительные работы.**

**Глава 9. Вход в защищённый режим. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_8.htm;j=false;s=1280*1024;d=24;rand=0.6772249370866638](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Когда программа переводит процессор в защищённый режим, при всём том богатом потенциале, который предоставляют 32-разрядные процессоры, она оказывается практически беспомощной. В основном это связано с тем, что в защищённом режиме совершенно другая система прерываний и воспользоваться ресурсами, предоставляемыми операционной системой, в которой вы запускаете такую программу, невозможно. Более того, недоступными окажутся прерывания BIOS и IRQ. Подробно работа прерываний описана в разделе "Прерывания в защищённом режиме", там же вы найдёте примеры использования прерываний всех типов (программные, аппаратные и исключения), но пока наша программа не сможет ими воспользоваться.   
        В предыдущих главах не раз упоминалась фраза "операционная система", когда шла речь о программе, работающей в защищённом режиме. Дело в том, что после перевода процессора в P-Mode, программа должна определить действия и условия для всех ситуаций, вплоть до того, что определить драйвера (т.е. управляющие процедуры) для таких устройств, как клавиатура, мышь, видеоадаптер, дисковые накопители и даже таймер. Существует два способа реализации таких драйверов - либо написать их самому (что, вообще говоря, не очень сложно), либо обращаться к BIOS-у в режиме виртуального процессора 8086. Оба этих способа будут описаны в соответствующих разделах, где будет подразумеваться, что вы разобрались с разделом "Защищённый режим".**

**Прежде, чем мы перейдём к примеру, давайте определимся с тем, что нам надо сделать:**

|  |  |
| --- | --- |
| **1.** | **Подготовиться к переходу в P-Mode.** |
| **2.** | **Перейти в P-Mode.** |
| **3.** | **Сообщить в программе о переходе в P-Mode.** |

**В третьем пункте мы заставим программу вывести на экран строку "I am in protected mode!!!", после чего программа зациклит процессор (компьютер повиснет). Дело в том, что возврат в режим реальных адресов немного сложнее, чем переход в защищённый режим и это требует дополнительного объяснения, поэтому в этом примере приводится только переход в P-Mode.   
        Вывод на экран будет происходить в текстовом режиме посредством прямой записи в видеопамять, для чего будет описана отдельная процедура - вы увидите, что код, предназначенный для выполнения в защищённом режиме не требует специальных определений (это будет 16-разрядный код; 32-разрядный определяется немного сложнее).   
        Остаётся добавить, что пример должен выполняться из простой операционной системы, например, MS-DOS, работающей в режиме реальных адресов. Если вы попытаетесь запустить программу из-под ОС, работающей в защищённом режиме (например, Windows), то программа не заработает, т.к. процессор уже будет работать в P-Mode и не допустит повторного входа в этот режим.   
        Что касается зависания процессора в конце выполнения нашего примера - так это нормальное явление при отладке программ в защищённом режиме. Этот режим тем и характерен, что допускает работу только одного "хозяина" одновременно, а наша программа, войдя в защищённый режим, как раз и станет таким "хозяином процессора".**

**Хочу обратить ваше внимание на то, что первой командой после перехода в защищённый режим должна быть команда дальнего перехода (far jump), в которой будет указан селектор дескриптора сегмента кода и смещение в этом сегменте. При работе в защищённом режиме процессор может использовать в сегментных регистрах только селекторы существующих дескрипторов, любые другие значения (например, сегментный адрес) использовать нельзя - процессор сгенерирует исключение общей защиты. Тем не менее, при переходе в защищённый режим регистр CS будет содержать сегментный адрес, который использовался в режиме реальных адресов, поэтому выполнение следующей команды, какой бы она ни была, должно было бы привести к генерации процессором исключения. На самом деле этого не происходит, так как эта команда не выбирается из памяти - она уже находится в конвейере процессора (даже в таком процессоре, как i386, есть конвейер) и поэтому вы можете выполнить эту команду.   
        Команда дальнего перехода обязательно очистит конвейер процессора и заставит его обратится к таблице GDT, выбрать оттуда дескриптор, селектор которого указан в адресе команды и начать выборку команд со смещения, также указанного в этом адресе. Это критический момент в работе программы. Если в GDT, селекторе, смещении или самой команде будет обнаружена ошибка, то процессор сгенерирует исключение, а так как систему прерываний мы для него пока не определяли, то он попросту зависнет либо произойдёт сброс - это уже зависит от "железа".   
        Если вы не выполните первой команду дальнего перехода, а другую, которая не изменит содержимое регистра CS (а это - все остальные команды), то процессор произведёт выборку в конвейер новой команды, используя текущие значения CS:IP, а так как в CS содержится не селектор (процессор уже в защищённом режиме!), то произойдёт исключение и зависание.   
        Это - теория. Такие условия перехода в P-Mode рекомендует Intel и опыт показывает, что лучше придерживаться этих рекомендаций. На практике наблюдаются некоторые чудеса. Например, можно сделать переход не дальний, а короткий (без смены значения в CS) - и программа будет работать, мало того, можно даже не определять стек - всё равно программа работает - процедуры вызываются, можно оперировать стеком, вот только нет уверенности, что стек будет отображаться на ту же область памяти, что была до перехода.   
        С регистрами данных ситуация обстоит хуже - DS можно не инициализировать, но при работе через него вы получите совсем не те данные, что должны были бы, а обращение к ES, отображённому на видеопамять подвешивает процессор.   
        Эта ситуация была обнаружена при тестировании примера 2 на процессоре 80386 DX-40 и причина, на мой взгляд, в ошибках архитектуры, допущенных при проектировании этого процессора. Сам Intel подобные ошибки называет errata и сообщает обо всех обнаруженных багах в процессорах, самую свежую информацию о них вы можете найти на www.intel.com и www.intel.ru.**

**Использование ошибок процессоров не представляется мне практичным, т.к. вариаций одной и той же модели процессоров много - десятки, хотя если вы сможете найти достойное применение ошибкам, то я буду рад опубликовать на сайте ваши статьи.**

**И всё же, возвращаясь к примеру, давайте определимся: мы изучаем "правильное" программирование 32-разрядных процессоров, при этом не используя никаких ошибок в архитектуре и никаких недокументированных особенностей и команд. Это нам обеспечит уверенность в том, что наши программы будут надёжно работать на любых интеловских процессорах и их клонах.**

**Прежде, чем мы перейдём к примеру программы, давайте определим две функции, которые мы будем в дальнейшем использовать.**

**В программе нам понадобится создавать 4 дескриптора - для кода, данных (где будет хранится выводимая строка), стека (он будет использоваться для вызова функции вывода текста) и видеопамяти. Все дескрипторы сегментов подобны друг другу, поэтому удобно их будет создавать отдельной функцией. Исходный код для этой функции (и для второй) поместите как макросы в отдельный файл - мы их будем использовать в дальнейшем и просто подключать к исходникам.**

**Функция первая, "set\_descriptor" предназначенная для создания дескриптора, приводится сразу в том виде, в каком она будет находится в подключаемом файле "pmode.lib".**

**При вызове этой функции подразумевается, что в паре регистров DS:BX находится указатель на текущую позицию в GDT. Функция после создания дескриптора переведёт указатель на позицию для следующего дескриптора. Все необходимые параметры передаются через регистры и функция всего лишь "перетасовывает" их в нужном порядке.**

**Файл "pmode.lib":**

**;-------------------------------------------------------------------------**

**init\_set\_descriptor macro**

**set\_descriptor proc near**

**; Создаёт дескриптор.**

**; DS:BX = дескриптор в GDT**

**; EAX = адрес сегмента**

**; EDX = предел сегмента**

**; CL = байт прав доступа (access\_rights)**

**push eax**

**push ecx ; Регистры EAX и ECX мы будем использовать.**

**push cx ; Временно сохраняем значение access\_rights.**

**mov cx,ax ; Копируем младшую часть адреса в CX,**

**shl ecx,16 ; и сдвигаем её в старшую часть ECX.**

**mov cx,dx ; Копируем младшую часть предела в CX.**

**; Теперь ECX содержит младшую часть**

**; дескриптора (т.е. первые 4 байта -**

**; см. рис. 4-1).**

**mov [ bx ],ecx ; Записываем младшую половину дескриптора в GDT.**

**shr eax,16 ; EAX хранит адрес сегмента, младшую часть**

**; которого мы уже использовали, теперь будем**

**; работать со старшей, для чего сдвигаем её в**

**; младшую часть EAX, т.е. в AX.**

**mov cl,ah ; Биты адреса с 24 по 31**

**shl ecx,24 ; сдвигаем в старший байт ECX,**

**mov cl,al ; а биты адреса с 16 по 23 - в младший байт.**

**pop ax ; Возвращаем из стека в AX значение**

**; access\_rights**

**mov ch,al ; и помещаем его во второй (из четырёх)**

**; байт ECX.**

**; Всё, дескриптор готов. Старшую часть**

**; предела и биты GDXU мы не устанавливаем и**

**; они будут иметь нулевые значения.**

**mov [ bx + 4 ],ecx ; Дописываем в GDT вторую половину**

**; дескриптора.**

**add bx,8 ; Переводим указатель в GDT на следующий**

**; дескриптор.**

**pop ecx**

**pop eax**

**ret**

**endp**

**endm**

**;-------------------------------------------------------------------------**

**Вторую функцию "putzs" добавьте в файл "pmode.lib" после описания первой. Эта функция предназначена для вывода на экран строки, оканчивающейся нулевым байтом (т.е. байтом, равным 00h). Такая строка везде на этом сайте называется ZS-строка или просто ZS (от Zero-String). Также вам будут встречаться строки другого типа - LS (от Lenght-String), длина которых будет задана первым байтом.   
        Функция "putzs" получила своё название от комбинации слов "Put" и "ZS", по аналогии с похожими Си-функциями. В этой функции сохраняются используемые регистры - в приводимом далее примере это никакого эффекта не вызовет - процессор сразу после вывода зависнет, но для других примеров это будет полезно.**

**putzs proc near**

**; DS:BX = ZS ; ZS = Zero-String - строка, оканчивающаяся**

**; нулевым (00h) байтом.**

**; ES:DI = позиция вывода ; ES описывает сегмент видеопамяти,**

**; DI - смещение в нём.**

**push ax**

**push bx**

**push es**

**push di**

**mov ah,1bh ; В AH будет атрибут вывода - светло-циановые**

**; символы на синем фоне.**

**putzs\_1:**

**mov al,[ bx ] ; Читаем байт из ZS-строки.**

**inc bx ; Переводим указатель на следующий байт.**

**cmp al,0 ; Если байт равен 0,**

**je putzs\_end ; то переходим в конец процедуры.**

**mov es:[ di ],ax ; Иначе - записываем символ вместе с**

**; атрибутом в видеопамять по заданному**

**; смещению - цветной символ появится на**

**; экране.**

**add di,2 ; Переводим указатель в видеопамяти на**

**; позицию следующего символа.**

**jmp putzs\_1 ; Повторяем процедуру для следующего байта**

**; из ZS-строки.**

**putzs\_end:**

**pop di**

**pop es**

**pop bx**

**pop ax**

**ret**

**endp**

**;--------------------------------------------------------------------------**

**Теперь сам пример. Прежде чем приступить к его изучению, хочу сделать следующие замечания:**

|  |  |
| --- | --- |
| **1.** | **Программа протестирована и работает, поэтому, если она у вас не заработает, проверьте, ВЫ не ошиблись? Если нет - пишите, разберёмся.** |
| **2.** | **Программа протестирована как отдельный .com-файл. В принципе, вы её можете без изменений перенести в образ .exe-файла или встроить в программу языка высокого уровня - всё должно работать.** |
| **3.** | **Обратите внимание, что таблица GDT и сегменты не выровнены в памяти и программа всё равно работает. Это сделано специально, для демонстрации возможностей P-Mode. Для повышения производительности программы, конечно же следует выровнять все структуры данных, используемые процессором непосредственно (у нас пока это только GDT) и сегменты.** |

**Далее полностью приводится файл "example2.asm", который содержит пример перехода в защищённый режим, включая необходимые для tasm-а атрибуты.**

**Пример 2. Переход в защищённый режим.**

**Файл "example2.asm":**

**include pmode.lib ; Подразумевается, что файл "pmode.lib" находится**

**; в том же каталоге, что и "example2.asm".**

**;-------------------------------------------------------------------------**

**.386p**

**pmode segment use16**

**assume cs:pmode, ds:pmode, es:pmode**

**org 100h**

**main proc far**

**start:**

**;-------------------------------------------------------------------------**

**;-------------------------------------------------------------------------**

**; Определяем селекторы как константы. У всех у них биты TI = 0 (выборка**

**; дескрипторов производится из GDT), RPL = 00B - уровень привилегий -**

**; нулевой.**

**Code\_selector = 8**

**Stack\_selector = 16**

**Data\_selector = 24**

**Screen\_selector = 32**

**;--------------------------------------------------------------------------**

**mov bx,offset GDT + 8 ; Нулевой дескриптор устанавливать**

**; не будем - всё равно он не**

**; используется.**

**xor eax,eax ; EAX = 0**

**mov edx,eax ; EDX = 0**

**push cs**

**pop ax ; AX = CS = сегментный адрес текущего**

**; сегмента кода.**

**shl eax,4 ; EAX = физический адрес начала сегмента кода.**

**; Эта программа, работая в среде операционной системы**

**; режима реальных адресов (подразумевается, что это -**

**; MS-DOS) уже имеет в IP смещение относительно**

**; текущего сегмента кода. Мы определим дескриптор**

**; кода для защищённого режима с таким же адресом**

**; сегмента кода, чтобы при переходе через команду**

**; дальнего перехода фактически переход произошёл**

**; на следующую команду.**

**mov dx,1024 ; Предел сегмента кода может быть любым,**

**; лишь бы он покрывал весь реально**

**; существующий код.**

**mov cl,10011000b ; Права доступа сегмента кода (P = 1,**

**; DPL = 00b, S = 1, тип = 100b, A = 0)**

**call set\_descriptor ; Конструируем дескриптор кода.**

**lea dx,Stack\_seg\_start ; EDX = DX = начало стека (см. саму**

**; метку).**

**add eax,edx ; EAX уже содержит адрес начала сегмента**

**; кода, сегмент стека начнётся с последней**

**; метки программы Stack\_seg\_start.**

**mov dx,1024 ; Предел стека. Также любой (в данном**

**; примере), лишь бы его было достаточно.**

**mov cl,10010110b ; Права доступа дескриптора сегмента**

**; стека (P = 1, DPL = 00b, S = 1,**

**; тип = 011b, A = 0).**

**call set\_descriptor ; Конструируем дескриптор стека.**

**xor eax,eax ; EAX = 0**

**mov ax,ds**

**shl eax,4 ; EAX = физический адрес начала сегмента данных.**

**xor ecx,ecx ; ECX = 0**

**lea cx,PMode\_data\_start ; ECX = CX**

**add eax,ecx ; ECX = физический адрес начала сегмента**

**; данных.**

**lea dx,PMode\_data\_end**

**sub dx,cx ; DX = PMode\_data\_end - PMode\_data\_start (это**

**; размер сегмента данных, в данном примере**

**; он равен 26 байтам). Этот размер мы и**

**; будем использовать как предел.**

**mov cl,10010010b ; Права доступа сегмента данных (P = 1,**

**; DPL = 00b, S = 1, тип = 001, A = 0).**

**call set\_descriptor ; Конструируем дескриптор данных.**

**mov eax,0b8000h ; Физический адрес начала сегмента**

**; видеопамяти для цветного текстового**

**; режима 80 символов, 25 строк**

**; (используется по умолчанию в MS-DOS).**

**mov edx,4000 ; Размер сегмента видеопамяти (80\*25\*2 = 4000).**

**mov cl,10010010b ; Права доступа - как сегмент данных**

**call set\_descriptor ; Конструируем дескриптор сегмента**

**; видеопамяти.**

**; Устанавливаем GDTR:**

**xor eax,eax ; EAX = 0**

**mov edx,eax ; EDX = 0**

**mov ax,ds**

**shl eax,4 ; EAX = физический адрес начала сегмента данных.**

**lea dx,GDT**

**add eax,edx ; EAX = физический адрес GDT**

**mov GDT\_adr,eax ; Записываем его в поле адреса образа GDTR.**

**mov dx,39 ; Предел GDT = 8 \* (1 + 4) - 1**

**mov GDT\_lim,dx ; Записываем его в поле предела образа GDTR.**

**cli ; Запрещаем прерывания. Для того, чтобы прерывания**

**; работали в защищённом режиме их нужно специально**

**; определять, что в данном примере не делается.**

**lgdt GDTR ; Загружаем образ GDTR в сам регистр GDTR.**

**; Переходим в защищённый режим:**

**mov eax,cr0**

**or al,1**

**mov cr0,eax**

**; Процессор в защищённом режиме!**

**db 0eah ; Этими пятью байтами кодируется команда**

**dw P\_Mode\_entry ; jmp far Code\_selector:P\_Mode\_entry**

**dw Code\_selector**

**;--------------------------------------------------------------------------**

**P\_Mode\_entry:**

**; В CS находится уже не сегментный адрес сегмента кода, а селектор его**

**; дескриптора.**

**; Загружаем сегментные регистры. Это обеспечит правильную работу программы**

**; на любом 32-разрядном процессоре.**

**mov ax,Screen\_selector**

**mov es,ax**

**mov ax,Data\_selector**

**mov ds,ax**

**mov ax,Stack\_selector**

**mov ss,ax**

**mov sp,0**

**; Выводим ZS-строку:**

**mov bx,0 ; DS:BX = указатель на начало ZS-строки. Адрес**

**; сегмента данных определён по метке**

**; PMode\_data\_start, а строка начинается сразу после**

**; этой метки, её смещение от метки равно 0,**

**; следовательно, это и будет смещение от начала**

**; сегмента данных.**

**mov di,480 ; Выводим ZS-строку со смещения 480 в**

**; видеопамяти (оно соответствует началу**

**; 3-й строки на экране в текстовом режиме).**

**call putzs**

**; Зацикливаем программу:**

**loop\_1:**

**jmp loop\_1**

**;--------------------------------------------------------------------------**

**init\_set\_descriptor**

**init\_putzs**

**;--------------------------------------------------------------------------**

**; Образ регистра GDTR:**

**GDTR label fword**

**GDT\_lim dw ?**

**GDT\_adr dd ?**

**;--------------------------------------------------------------------------**

**GDT:**

**dd ?,? ; 0-й дескриптор**

**dd ?,? ; 1-й дескриптор (кода)**

**dd ?,? ; 2-й дескриптор (стека)**

**dd ?,? ; 3-й дескриптор (данных)**

**dd ?,? ; 4-й дескриптор (видеопамяти)**

**;--------------------------------------------------------------------------**

**PMode\_data\_start: ; Начало сегмента данных для защищённого режима.**

**;--------------------------------------------------------------------------**

**db "I am in protected mode!!!",0 ; ZS-строка для вывода в P-Mode.**

**;--------------------------------------------------------------------------**

**PMode\_data\_end: ; Конец сегмента данных.**

**;--------------------------------------------------------------------------**

**db 1024 dup (?) ; Зарезервировано для стека.**

**Stack\_seg\_start: ; Последняя метка программы - отсюда будет расти стек.**

**;--------------------------------------------------------------------------**

**main endp**

**pmode ends**

**end start**

**Глава 10. Возврат в режим реальных адресов. ![http://top.list.ru/counter?id=213421;js=13;r=http%3A//sasm.narod.ru/docs/pm/pm_in/chap_9.htm;j=false;s=1280*1024;d=24;rand=0.8397082243150186](data:image/gif;base64,R0lGODlhAQABAIAAAMDAwAAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

**Практически защищённый режим процессора можно использовать двумя способами:**

|  |  |
| --- | --- |
| **1.** | **Операционная система. Процессор входит в P-Mode при загрузке ОС и не возвращается в R-Mode. Примером таких ОС являются Windows 95 и старше либо специализированные ОС, управляющие контроллерами на базе 32-разрядных процессоров.** |
| **2.** | **DOS-программа. Программа запускается в ОС, которая работает в R-Mode (например, MS-DOS), переходит в P-Mode, выполняет свою работу, возвращается обратно в R-Mode и завершает свою работу. Примеров множество: это hymem.sys, обеспечивающий через P-Mode работу с памятью выше 1-го мегабайта (XMS-память); также это игрушки, работающие через Dos4GW - предзагружаемую ОС защищённого режима; это Windows 3.xx.** |

**Второй способ, с возвратом в режим реальных адресов, предоставляет программисту больше возможностей - ведь не все пишут полнофункциональные операционные системы...**

**Фактически, переход в режим реальных адресов может быть только из защищённого режима и осуществляется сбросом бита PE в CR0:**

**mov eax,cr0**

**and al,0feh**

**mov cr0,eax**

**или так**

**mov eax,cr0**

**btr eax,0**

**mov cr0,eax**

**Вы наверное уже догадались, что на самом деле не всё так просто. Действительно, выполнение трёх вышеприведенных команд переведёт процессор в R-Mode, но дальше он повиснет либо произойдёт аппаратный сброс, потому что программная среда не будет соответствовать режиму реальных адресов.**

**Для корректного перехода из P-Mode в R-Mode необходимо подготовить процессор следующим образом:**

|  |  |
| --- | --- |
| **1.** | **Запретить прерывания (CLI).** |
| **2.** | **Передать управление в читаемый сегмент кода, имеющий предел в 64Кб (FFFFh).** |
| **3.** | **Загрузить в SS, DS, ES, FS и GS селекторы дескрипторов, имеющих следующие параметры:**  ** Предел = 64 Кб (FFFFh)**  ** Байтная гранулярность (G = 0)**  ** Расширяется вверх (E = 0)**  ** Записываемый (W = 1)**  ** Присутствующий (P = 1)**  ** Базовый адрес = любое значение**  **Сегментные регистры должны быть загружены ненулевыми селекторами. Те сегментные регистры, в которые не будут загружены описанные выше значения, будут использоваться с атрибутами, установленными в защищённом режиме.** |
| **4.** | **Сбросить флаг PE в CR0.** |
| **5.** | **Выполнить команду far jmp на программу режима реальных адресов.** |
| **6.** | **Загрузить в регистры SS, DS, ES, FS и GS необходимые значения или 0.** |
| **7.** | **Разрешить прерывания (STI).** |

**В предыдущем примере (2) мы просто перевели процессор в защищённый режим, при этом не используя особенности прерываний в P-Mode и не подключали механизм виртуальной памяти. Реализация каждой из этих технологий немного усложнит возврат в R-Mode и в разделах, описывающих эти технологии будут приведены соответствующие примеры перехода в P-mode и возврата из него.**

**Здесь подразумевается, что вы уже ознакомились со всеми предыдущими главами, поэтому предварительного подробного описания перехода в R-Mode не будет и мы перейдём сразу к примеру.   
        Этот пример является полноценной программой и в нём без комментариев повторяется переход в P-Mode. Процесс подготовки дескрипторов и GDTR зависит от предназначения каждого примера и по этой причине я не вынес его в отдельную функцию а полностью описываю каждый раз.   
        Пример ориентирован на использование как самостоятельная .com-программа. Это сделано по следующим причинам:**

|  |  |
| --- | --- |
| **1.** | **Пользоваться обычной программной средой - библиотеки языков высокого уровня, прерывания MS-DOS и прочими особенностями этой ОС из защищённого режима вы не сможете.** |
| **2.** | **Размеры кода и данных в данном примере не большие и удобно использовать формат файла .com.** |
| **3.** | **.com-программу можно просто загрузить в память как блок данных и, передав управление на смещение 100h, использовать как оверлей.** |
| **4.** | **Вся мощь защищённого режима раскрывается при использовании 32-разрядного кода и данных. Инициализация защищённого режима должна происходить 16-разрядным кодом и 32-разрядные программы удобно использовать как отдельные модули.** |

**Также хочу обратить ваше внимание на то, что в этом примере адреса сегментов для защищённого режима совпадают с адресами сегментов, используемых в R-Mode. В результате, обращение к памяти происходит непосредственно через метки, определённые в исходнике (в предыдущем примере для этого требовалось из адреса метки вычитать адрес начала сегмента данных).**

**Пример используется вместе с файлом "pmode.lib".**

**Пример 3. Вход в защищённый режим и возврат в режим реальных адресов.**

**include pmode.lib**

**;---------------------------------------------------------------------------**

**.386p**

**pmode segment use16**

**assume cs:pmode, ds:pmode, es:pmode**

**org 100h**

**main proc far**

**start:**

**;------------------------------------------------------------------------**

**;------------------------------------------------------------------------**

**; Определяем селекторы как константы. У всех у них биты TI = 0 (выборка**

**; дескрипторов производится из GDT), RPL = 00B - уровень привилегий -**

**; нулевой.**

**Code\_selector = 8**

**Stack\_selector = 16**

**Data\_selector = 24**

**Screen\_selector = 32**

**R\_Mode\_Code = 40 ; Селектор дескриптора сегмента кода для возврата**

**; в режим реальных адресов.**

**R\_Mode\_Data = 48 ; Селектор дескриптора сегментов стека и данных.**

**;------------------------------------------------------------------------**

**; Сохраняем сегментные регистры, используемые в R-Mode:**

**mov R\_Mode\_SS,ss**

**mov R\_Mode\_DS,ds**

**mov R\_Mode\_ES,es**

**mov R\_Mode\_FS,fs**

**mov R\_Mode\_GS,gs**

**; Подготавливаем адрес возврата в R-Mode:**

**mov R\_Mode\_segment,cs**

**lea ax,R\_Mode\_entry**

**mov R\_Mode\_offset,ax**

**; Подготовка к переходу в защищённый режим:**

**mov bx,offset GDT + 8**

**xor eax,eax**

**mov edx,eax**

**push cs**

**pop ax**

**shl eax,4**

**mov dx,1024**

**mov cl,10011000b**

**call set\_descriptor ; Code**

**lea dx,Stack\_seg\_start**

**add eax,edx**

**mov dx,1024**

**mov cl,10010110b**

**call set\_descriptor ; Stack**

**xor eax,eax**

**mov ax,ds**

**shl eax,4**

**mov dx,0ffffh**

**mov cl,10010010b**

**call set\_descriptor ; Data**

**mov eax,0b8000h**

**mov edx,4000**

**mov cl,10010010b**

**call set\_descriptor ; Screen**

**; Готовим дополнительные дескрипторы для возврата в R-Mode:**

**xor eax,eax**

**push cs**

**pop ax**

**shl eax,4 ; EAX = физический адрес сегмента кода**

**; (и всех остальных сегментов, т.к.**

**; это .com-программа)**

**mov edx,0ffffh**

**mov cl,10011010b ; P=1, DPL=00b, S=1, Тип=101b, A=0**

**call set\_descriptor ; R\_Mode\_Code**

**mov cl,10010010b ; P=1, DPL=00b, S=1, Тип=001b, A=0**

**call set\_descriptor ; R\_Mode\_Data**

**; Устанавливаем GDTR:**

**xor eax,eax**

**mov edx,eax**

**mov ax,ds**

**shl eax,4**

**lea dx,GDT**

**add eax,edx**

**mov GDT\_adr,eax**

**mov dx,55 ; Предел GDT = 8 \* (1 + 6) - 1**

**mov GDT\_lim,dx**

**cli**

**lgdt GDTR**

**mov R\_Mode\_SP,sp ; Указатель на стек сохраняем в последний**

**; момент.**

**; Переходим в защищённый режим:**

**mov eax,cr0**

**or al,1**

**mov cr0,eax**

**; Процессор в защищённом режиме**

**db 0eah ; Команда far jmp Code\_selector:P\_Mode\_entry.**

**dw P\_Mode\_entry**

**dw Code\_selector**

**;------------------------------------------------------------------------**

**P\_Mode\_entry:**

**mov ax,Screen\_selector**

**mov es,ax**

**mov ax,Data\_selector**

**mov ds,ax**

**mov ax,Stack\_selector**

**mov ss,ax**

**mov sp,0**

**; Сообщаем о входе в P-Mode (выводим ZS-строку):**

**lea bx,Start\_P\_Mode\_ZS**

**mov di,480**

**call putzs**

**; Работа программы в защищённом режиме (здесь - только вывод строки):**

**lea bx,P\_Mode\_ZS**

**add di,160**

**call putzs**

**; Возвращаемся в режим реальных адресов.**

**; 1. Запретить прерывания (CLI).**

**; Прерывания уже запрещены при входе в P-Mode.**

**; 2. Передать управление в читаемый сегмент кода, имеющий предел в 64Кб.**

**db 0eah ; Команда far jmp R\_Mode\_Code:Pre\_R\_Mode\_entry.**

**dw Pre\_R\_Mode\_entry**

**dw R\_Mode\_Code**

**Pre\_R\_Mode\_entry:**

**; 3. Загрузить в SS, DS, ES, FS и GS селекторы дескрипторов, имеющих**

**; следующие параметры:**

**; 1) Предел = 64 Кб (FFFFh)**

**; 2) Байтная гранулярность (G = 0)**

**; 3) Расширяется вверх (E = 0)**

**; 4) Записываемый (W = 1)**

**; 5) Присутствующий (P = 1)**

**; 6) Базовый адрес = любое значение**

**mov ax,R\_Mode\_Data ; Селектор R\_Mode\_Data - "один на всех".**

**mov ss,ax**

**mov ds,ax**

**mov es,ax**

**mov fs,ax**

**mov gs,ax**

**; 4. Сбросить флаг PE в CR0.**

**mov eax,cr0**

**and al,0feh ; FEh = 1111'1110b**

**mov cr0,eax**

**; 5. Выполнить команду far jump на программу режима реальных адресов.**

**db 0eah**

**R\_Mode\_offset dw ? ; Значения R\_Mode\_offset и R\_Mode\_segment**

**R\_Mode\_segment dw ? ; сюда прописались перед входом в**

**; защищённый режим (в начале программы).**

**;------------------------------------------------------------------------**

**R\_Mode\_entry:**

**; 6. Загрузить в регистры SS, DS, ES, FS и GS необходимые значения или 0**

**; (восстанавливаем сохранённые значения):**

**mov ss,R\_Mode\_SS**

**mov ds,R\_Mode\_DS**

**mov es,R\_Mode\_ES**

**mov fs,R\_Mode\_FS**

**mov gs,R\_Mode\_GS**

**mov sp,R\_Mode\_SP ; Восстанавливаем указатель стека**

**; непосредственно перед разрешением**

**; прерываний.**

**; 7. Разрешить прерывания (STI).**

**sti**

**; Выводим ZS-строку "Back to real address mode..."**

**lea bx,R\_Mode\_ZS**

**mov ax,0b800h**

**mov es,ax**

**mov di,800**

**call putzs ; Функция putzs универсальна и работает**

**; в обоих режимах.**

**int 20h ; Конец программы (здесь - выход в MS-DOS).**

**;------------------------------------------------------------------------**

**; Вставка макросами кода функций, определённых в текстовом файле**

**; "pmode.lib":**

**init\_set\_descriptor**

**init\_putzs**

**;------------------------------------------------------------------------**

**; ZS-строка для вывода при входе в P-Mode:**

**Start\_P\_Mode\_ZS: db "Entering to protected mode...",0**

**; ZS-строка для вывода при работе в P-Mode:**

**P\_Mode\_ZS: db "Working in P-mode...",0**

**; ZS-строка для вывода в R-Mode:**

**R\_Mode\_ZS: db "Back to real address mode...",0**

**;------------------------------------------------------------------------**

**; Значения регистров, которые программа имела до перехода в P-Mode:**

**R\_Mode\_SP dw ?**

**R\_Mode\_SS dw ?**

**R\_Mode\_DS dw ?**

**R\_Mode\_ES dw ?**

**R\_Mode\_FS dw ?**

**R\_Mode\_GS dw ?**

**;------------------------------------------------------------------------**

**; Образ регистра GDTR:**

**GDTR label fword**

**GDT\_lim dw ?**

**GDT\_adr dd ?**

**;------------------------------------------------------------------------**

**GDT:**

**dd ?,? ; 0-й дескриптор**

**dd ?,? ; 1-й дескриптор (кода)**

**dd ?,? ; 2-й дескриптор (стека)**

**dd ?,? ; 3-й дескриптор (данных)**

**dd ?,? ; 4-й дескриптор (видеопамяти)**

**dd ?,? ; 5-й дескриптор (код для перехода в R-Mode)**

**dd ?,? ; 6-й дескриптор (стек и данные для перехода в R-Mode)**

**;------------------------------------------------------------------------**

**db 1024 dup (?) ; Зарезервировано для стека.**

**Stack\_seg\_start: ; Последняя метка программы - отсюда будет расти стек.**

**;------------------------------------------------------------------------**

**main endp**

**pmode ends**

**end start**